Conference Paper

Modeling of Gravitational Separation By the Method of Smoothed Particles Hydrodynamics (SPH)

V. P. Tsymbal¹, P. A. Sechenov¹, and A. A. Olennikov²

¹The Siberian State Industrial University, 42, Kirova street, Novokuznetsk, Russia
²The Tyumen Industrial University, 6, Volodarsky street, Tyumen, Russia

Abstract

The article deals with the peculiarities of solving the problem of numerical simulation of gravity separation of dispersed particles. A simulation model is created by using the Monte Carlo method, in which the ‘first principles’ (elementary particles) are particles of the charge and reaction products. The object-oriented language ActionScript 3.0 was chosen as the programming language. At the same time, the most difficult (computational) task was to find neighbors (complexity N²). In this article, the comparison analysis of the improved algorithm of neighbors search of complexity (2⋅N⋅k) with standard neighbors search is given; the object of comparison is the quantity of the displayed particles moving in real time.
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1. Introduction

In connection with the progress of computer technology, the role of mathematical modeling methods for studying complex interrelated physical processes continues to grow. Numerical modeling requires both powerful computer technology and numerical algorithms and codes that allow efficient use of computers and study interesting physical problems with high accuracy and a flexible approach for introducing new physical processes.

The aim of the article is to compare the speed of the neighbors search algorithms in the simulation model of the gravitational separator [1]. On the basis of existing and well-proven methods for solving the system of gas-dynamic equations, a large number of software packages have been developed for modeling currents in order to predict their characteristics and operating parameters of modern engineering devices: Fluent [2], FlowVision.
2. Comparison of Numerical Methods

At present, the following methods are used from a wide range of numerical methods: Smooth Particle Hydrodynamics (SPH) and Euler methods on adaptive Mesh Refinement (AMR) networks [3]. In this article, the gridless Lagrange method is chosen, because the absence of a grid is especially important. In the SPH method, a spatially distributed set of particles is used to represent the gaseous medium. Each particle moves under the action of forces directed at it, the distribution of particles in the system changes in the course of its evolution. Hydrodynamic quantities, such as density or pressure, are defined as the result of the contribution of particles in a certain region.

One of the advantages of the SPH method over grid methods is the use of a constant amount of computing resources during the entire counting time. Unlike methods using adaptive grids, which change the number of calculated points in space in order to refine the results, the method of smoothed particles provides high resolution at a constant number of particles. Since particles are concentrated in areas of higher density, they guarantee high accuracy of calculations.

The task of creating an imitation model of the processes of physical interaction of disperse particles of charge, which are in the flow of gas, does not have a deterministic solution. One of the possible ways to solve it is simulation modeling using Monte Carlo methods and ‘first principles’.

The Monte Carlo method appeared more than half a century ago [4], but interest in this method [5, 6] is increasing. The most complex and close to the imitation model problems [7], considered further are connected with the passage of beams of elementary particles through substances (obstructions).

3. Physical Formulation of the Problem

The core of the model considered further is the flow of a condensed particle over a vertical gas stream. First of all, let us consider the mechanism of the flow and interaction of dispersed particles of the charge and reaction products in the vertical flow of the carrier gas.

Under dynamic equilibrium conditions, the D’Alembert principle for a moving particle leads to the equation:

\[ F_G - F_C - F_A = m \frac{dω}{dt}, \]  \( (1) \)
where \( \omega_s \) – speed of motion of a spherical particle. Depending on the ratio of these forces, the particle can rise, fall, or remain stationary.

Gravity is expressed as:

\[
F_G = mg.
\]  

(2)

Force of pressure of a stream:

\[
F_c = c \cdot S \cdot p \cdot \frac{\omega^2}{2},
\]  

(3)

where \( S \) – the cross-sectional area of streamlined heat along the midsection (the area of the projection of the body on a plane perpendicular to the velocity vectors of the oncoming stream); \( p \) – mixture density; \( \omega \) – mixture flow rate; \( C \) – coefficient of drag, which depends on the shape of the streamlined body and the Reynolds number.

Lifting or Archimedes force:

\[
F_A = \frac{m \cdot \rho \cdot g}{\rho_s}.
\]  

(4)

From equations (1–4) we obtain:

\[
\frac{d\omega_s}{dt} = g \left(1 - \frac{\rho}{\rho_s}\right) - \frac{A \cdot \rho \cdot \omega^2}{2 \cdot m \cdot S}.
\]  

(5)

At the same time, it is necessary to simultaneously display the process of interaction of a huge number of particles that collide: with each other, with walls and lattices of the gravitational separator, which imposes a certain imprint on the development of a technology for creating an imitation model of the processes discussed earlier. It also requires physical adequacy and visibility of animation, user-friendly (researcher) interface for statistical research and analysis.

### 4. Choice of Programming Language

Based on the analysis of existing approaches, it was decided to write a program on an object-oriented programming language, most suitable for these requirements. The following programming languages were considered: Delphi, MS Visual C# [8], and ActionScript 3.0 [9]. Due to the fact that the model being developed should be visualized and animated (motion, particle interaction in a gravity separator in real time), the object-oriented programming language ActionScript 3.0 was chosen which has the ability to display a large number of objects on the stage, the built-in functions of adding (removing) from an array of objects; functions of designing a 3D object on a plane, etc.

In the software implementation, the following main stages of computing:
1. Determine the new position of the particle, taking into account the forces acting on it, which depend on the characteristics of the flow (velocity and density), as well as checking the boundary conditions (collision with walls and gratings) and checking the particle emission from the separator.

2. Searching for neighbors for each particle, determining collisions and changes in velocity vectors for colliding particles.

3. Calculation of the flow (velocity and density) characteristics along the channel height, taking into account the current position of the particles.

The most time-consuming task is the problem of finding neighbors, which will be considered further.

5. Comparison of Neighbors Search Algorithms

As shown by the results of experiments on the simulation model, a complete neighbors search to determine the collisions and calculate the forces between the particles is not a trivial task of complexity $O(N^2)$ [10]. As most particles are at a considerable distance from each other and only a small number of other particles are near it, it is not necessary to calculate the interaction forces with other particles. To cut off these particles, space is divided into cells, and the cell size should not be less than the possible movement of the particle in the direction in the time interval between the calculations of the neighbors search (in this case this is the distance the particle can fly in one-thirtieth of a second). Each of those cells contains objects that are in it. Thus, for each particle, the range of neighbors search is narrowed.

Algorithm for finding neighbors at each iteration:

1. Determine the position of the particles with allowance for the forces acting on one particle.

2. For each particle, find the number of the cell in which it is located.

3. For each particle, determine the intersection with the particles in the current cell and adjacent cells and, if they intersect, determine the new position and velocity vector of the particles.

The complexity of such an algorithm will be $O(2 \cdot N \cdot k)$, where $N$ is the number of particles, and $k$ is the number of neighboring particles in the cells.
The testing of this algorithm was carried out for a problem on the plane (two-dimensional space), where the particles in a real-time mode made a Brownian motion. Figure 1 shows the results of comparing two neighbors search algorithms.

![Figure 1: Dependence of the number of displayed particles on the choice of the algorithm and the number of layers in it.](image)

In the problem of gravitational dust separation of manganese production [11] the number displayed particles increased from 150 to 600. This arises from the fact that for each particle a more complex problem (including a three-dimensional problem) is solved, and it is necessary to take into account the velocity distribution and density of the column reactor.

This approach to simulation modeling in combination with the proposed method allows solving a wide range of problems related to the study of the motion of heterogeneous streams in which particles with a large range of grain size distribution are weighed, that is, problems in which homogeneity or pseudo-homogeneity is not possible.

6. Summary

In the numerical implementation of the simulation model the method of smoothed particles was chosen, which makes it possible to solve this problem more effectively, since the uneven distribution of the height of the column reactor does not affect the accuracy of the results in comparison with the method on adaptive grids. In the implementation of the gravitational separation algorithm, the most resource-intensive task was to find the neighbors search, for which a more efficient method was proposed, which made it possible to increase the number of displayed and calculated particles by 4 times.
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